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EXECUTIVE SUMMARY

Document processing has reached an inflection point. Large language models (LLMs)
made extraction accessible to any engineering team, but production deployment revealed
that system reliability is deeply challenging for Als. And it's reliability that's the key to
unlocking large-scale documentation pipelines for organizations. Whether you're
processing bank statements for insurance underwriting or healthcare claims for payment
reconciliation, or any other number of high-stakes documents, you need flexible
extraction that still produces deterministic outputs. The automation method might change,
but the data contract cannot.

This guide is written for technical leaders evaluating IDP platforms in 2026. It maps the
architectural trade-offs between legacy template systems, supervised ML approaches,
pure LLM extraction, and modern hybrid platforms. It explains why the future belongs to
systems that combine generative Al's reasoning with software engineering's guarantees.

Key takeaway: The "prompt janitor" problem. Continuous maintenance of LLM-based
systems as models deprecate and drift makes internal builds unsustainable for most

teams. Treating document intelligence as infrastructure, not a script, is the path forward.

1. Introduction: The new role of IDP

Most modern organizations run on information that starts as a document. Some of these come from
internal systems, but most arrive from external parties, such as customers, vendors, partners,
government agencies, service providers, brokers, carriers, lenders, or healthcare organizations. They
land as PDFs, scans, images, email attachments, or multi-document packages.



The format matters less than the decisions these documents support. They fuel underwriting
strategies, credit evaluations, clinical workflows, compliance exposure, billing accuracy, and vendor
payments. They form an operational substrate that other systems rely on.

As document volumes grew and automation pressure mounted, organizations hit a wall. Historically,
teams treated document processing as a workflow task: extract what you can, fix the errors, and route
the rest to a human. That model no longer scales. It leaves companies in a situation where extraction
accuracy starts to dictate decision accuracy; where the inability to scale further begins to control
service levels and operating margins. Auditability became a regulatory requirement.

Al expanded the technical possibilities, but it
did not remove the need for a stable
foundation.

This is the central thesis of this white paper and the core tension of IDP in 2026:Large Language
Models (LLMs) have lowered the barrier to entry and made document extraction far easier to start,
but they have not solved the fundamental problems of determinism, reliability, and governance.

LLMs can extract data from almost any document format with impressive flexibility. But that same
flexibility introduces unpredictability. Outputs can vary between runs. Model providers update their
systems, causing silent drift in stable pipelines. Latency fluctuates. Hallucinations occur. Without proper
guardrails, easy-to-start proofs of concept turn into impossible-to-trust messes in production.

Systems must still be predictable, observable, secure, cost-stable, and governable. This paper outlines
how technical leaders can bridge the gap between Al capability and production reliability—and why
hybrid architectures that combine LLM reasoning with deterministic validation represent the future of
document intelligence.

2. The Evolution of IDP: From rules to Al to
hybrid

The IDP landscape has moved through three distinct eras. The legacy era relied on rules, templates,
and BPO offshoring. It was brittle but predictable. The LLM-first era made things easy to start but
difficult to govern. We are here now. The hybrid future combines LLM reasoning with deterministic
guardrails.



Legacy Era LLM-First Era Hybrid Future
Rules, templates, BPO Easy to start, difficult to LLM reasoning +
offshoring. Brittle but govern. We are here now. deterministic guardrails.

predictable.

2.1 The legacy era: Rules, templates, and human loops

Before LLMs, document extraction relied on rigid approaches. Teams built systems using one of three
methods:

e Rule-based templates: Rule-based templates involved drawing bounding boxes around specific
regions of a document. This worked for high-volume, identical forms like W-2s or driver's
licenses, but broke immediately when layouts shifted.

e Supervised ML models: Supervised ML models meant training custom models on labeled
datasets for specific document families. Each new layout variation required retraining. Each
issuer required a new model. The maintenance burden was unsustainable at scale.

e BPO offshoring: BPO offshoring routed documents to teams in low-cost regions for manual data
entry. This worked for low-volume workflows but introduced latency, quality issues, and security

concerns.

These systems were predictable. They failed in known ways. But they were brittle: a single format
change from a vendor could break an entire pipeline.

2.2 Al changed capability, but not requirements

Large language models (LLMs) and multimodal architectures offer a massive leap in how machines
interpret documents. A modern multimodal model can reason about extracted text, layout, visual
structure, checkmarks, highlights, handwritten notes, and scanned imagery all at once. It infers
relationships, handles ambiguous phrasing, and produces structured outputs without needing a
specific template.

This flexibility cuts the friction of experimentation. Previously, you had to build individual ML models for
specific document types or painstakingly engineer region-by-region templates for every variation of an
invoice. Today, a team can upload a document, list the fields they want, and get a structured output in
minutes. You no longer need to build training datasets or spend weeks drawing layout templates just to
test feasibility.

However, capability is not the same as suitability. Enterprises quickly find that black box LLM extraction
introduces risks that pure models cannot solve on their own:
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NONDETERMINISM
Outputs vary slightly between
runs, even for identical inputs,

breaking strict data contracts.

LATENCY VARIANCE
Response times can fluctuate
unpredictably, which often breaks

synchronous user workflows.

COST UNPREDICTABILITY
Token-based pricing introduces
budget variance as document
complexity or prompt strategies
change.

SILENT DRIFT

Model providers update weights
and deprecate versions,
potentially altering extraction
behavior without warning.

VALIDATION GAPS

Models prioritize fluency over
fact; they may hallucinate totals or
format dates inconsistently.

LACK OF TRACEABILITY

When extraction is wrong, there's
no clear audit trail showing why
the model made a particular

decision.

Al is vital, but it is not the whole solution. Organizations still need a processing layer around LLM
models to enforce business guarantees.

2.3 Enterprise constraints have not relaxed

While the barrier to extraction has lowered, the requirements for enterprise data handling have only
tightened. Technical leaders cannot relax constraints simply because the underlying tech is Al. In fact,

as Al systems become more opaque, governance requirements intensify.

SLA & uptime: Documents are often part of a real-time transaction (e.g., a user waiting for loan
approval). The system cannot hang because an inference APl is overloaded or a model provider is
experiencing downtime. Enterprise systems require predictable response times and fallback strategies.

Role-based access & Pll: Documents often contain sensitive data—social security numbers, medical
records, financial statements. Passing full documents to public model APIs without redaction or
governance layers is often a non-starter for InfoSec teams. Enterprises need control over what data

leaves their environment and how it's processed.

Explainability & audit trails: If a system extracts $5,000 instead of $500, a human must be able to audit
why. "The model hallucinated" is not an acceptable answer in a compliance audit or a financial
reconciliation. Regulators and auditors demand provenance—proof that extracted data came from
specific locations in the source document.

Cost predictability: Finance teams need to budget infrastructure spend. Token-based pricing models
that fluctuate based on document complexity or prompt engineering strategies make budgeting nearly
impossible at scale.



Change management: Enterprises move slowly for good reason. When a model provider deprecates
an APl version or updates their weights, production systems cannot break overnight. Teams need time
to test, validate, and deploy updates through proper change control processes.

3. The core challenge: Why scaling
document extraction is hard

Before selecting a vendor or building internally, a technical team must map the full complexity of their
document processing challenge. It's rarely the "happy path" document that breaks a pipeline; it's the
long tail of variability that accumulates over time.

3.1 Input complexity

A robust system must normalize inputs—correcting rotation, enhancing contrast, and handling mixed

media—before extraction even begins. Poor normalization leads to cascading failures downstream.

Source variability: Mixed content:

Handling everything from native text-based Processing packages that contain both digital
PDFs to 72 DPI smartphone photos and Excel text and embedded images (or zip files of
exports. multiple types).

OCR degradation: Visual noise:

Managing low-quality scans, handwritten Filtering out watermarks, stamps, and

notes, faded text, and low-contrast background patterns that obscure content.
backgrounds.

3.2 Structural complexity

How data is organized on the page matters as much as the data itself. Long documents require
chunking strategies that preserve semantic relationships, while complex layouts defy simple text

extraction.
Context window limits: Multi-column layouts:
Chunking long documents (loan packets, loss Correctly identifying reading order (top-down
runs) without breaking tables or losing header vs. left-right) to avoid scrambling data.
context.
Nested tables: Visual separators:
Extracting logic from tables within tables, Recognizing when a horizontal line or
merged cells, and implicit headers that span whitespace is the only delimiter between

pages. logical sections.



3.3 The trust gap: Drift and validation

Flexibility fails without validation. Issuers change formats without warning ("drift"), and models are

inherently indeterminate. A production system must detect these shifts and reject invalid data.

Issuer drift:

Handling vendors who update their invoice
layouts quarterly without breaking the

pipeline.

Hallucination control:

Preventing models from "inventing" values to
fill required schema fields.

Field validation:

Confidence routing:

Enforcing strict types (dates, currency) and
cross-field logic (totals matching line items).

Automatically flagging uncertain extractions

for human review rather than silent failure.

4. The IDP landscape: Approaches &
vendor positioning

The IDP market is no longer a monolith. Vendors have split into distinct architectural philosophies, each

with different strengths and weaknesses. To choose the right partner, you must match the architecture

to your document complexity, volume, and risk tolerance.

APPROACH

Deterministic
templates

Supervised ML
models

Pure LLM / RAG

Hybrid platform

BEST FOR

High-volume, identical forms
(W-2s, licenses)

Specific document families
(invoices from known
vendors)

Unstructured search,
summarization, Q&A

High-variability, mission-
critical transactional data

PRODUCTION WEAKNESS

Brittle A formatting change
breaks the pipeline

Maintenance burden Requires
retraining for every new layout
variation

Hallucinations No schema
guarantee, no audit trail,
unpredictable costs

Configuration overhead Requires
technical setup and learning
curve



Here is how these approaches map to the current vendor landscape (examples as of 2026):

LEGACY OCR / ON-PREM VERTICAL-SPECIFIC IDP

ABBYY, Kofax Rossum, Hyperscience
Template-based Supervised learning

Mature and secure, but extremely brittle. Better than templates, but relies on

Setting up a new document type takes supervised learning. As variability

weeks of template drawing. Hard to increases, retraining and labeling efforts

integrate modern Al capabilities. become a continuous tax. Works well

within narrow verticals.

PURE LLM / RAG TOOLS MODERN HYBRID PLATFORMS
Reducto, LangChain Sensible

Assistants & wrappers
Excellent for "chatting" with documents Requires technical configuration, but
or summarization. Poor for strict offers the best match for high-variability,
transactional extraction. Lacks the mission-critical workloads. Combines
validation and layout-aware logic LLM flexibility with deterministic
needed for mission-critical data validation.
pipelines.

4.1 Why pure LLM approaches fall short for production

Pure LLM tools excel at exploratory tasks, like summarizing contracts, answering questions about
policies, or extracting insights from unstructured text. But they struggle in production environments that

demand transactional precision.

For example, LLMs return JSON, but the structure can vary between runs. Fields might appear or
disappear based on subtle prompt variations; there are no schema guarantees. Models occasionally
invent data to complete expected schemas, especially when it comes to missing numerical totals or
other potentially inferrable data. Pure text-based LLMs struggle with tables, especially when rows wrap
or columns shift. Vision models help, but without layout parsing, accuracy suffers. Token-based pricing
makes budgeting difficult, especially when a verbose prompt or a longer document can run double
costs overnight.

4.2 The hybrid advantage

Hybrid platforms combine the best of both worlds: LLM reasoning for flexibility and deterministic rules
for reliability. They use LLMs to understand context and intent, but wrap them in validation layers that
enforce data contracts. This architecture enables:




Flexible extraction: Handle variability across issuers and formats without retraining
Deterministic output: Guarantee schema compliance and data type validation
Audit trails: Trace every extracted field back to its source location on the document
Cost control: Per-document pricing eliminates token-based volatility

Configuration as code: Version control, peer review, and CI/CD integration for extraction logic

5. Economics of build vs. buy

Building versus buying is rarely about capability. Any competent engineering team can build a wrapper
around GPT or Claude. The question is whether they should. It comes down to focus, liability, and long-

term maintenance burden.

5.1 The true cost of building internally

Teams often calculate the cost of the initial build, which is basically the cost for an engineer to set up
the wrapper around an LLM APl in about 2 or 3 months. What they miss is the ongoing operational tax:
the "prompt janitor."

YEAR 1 TOTAL COST OF OWNERSHIP (INTERNAL BUILD)

Initial Build (1 Engineer, 3 months) $60,000-$80,000
Ongoing Maintenance (20-30% allocation) $50,000-$70,000
Compute & API Costs (LLM inference at scale) $30,000-%60,000
Year 1 Total $140,000 - $210,000

The "prompt janitor" tax: This is the hidden killer. When OpenAl deprecates GPT-4, when Anthropic
updates Claude's weights, when a model provider changes their APl response format...someone must
drop their roadmap work and fix the extraction logic. This happens multiple times per year. A platform
vendor absorbs this burden. An internal team owns it forever.

5.2 When buying makes sense

If documents aren't your core product, you're probably better off going with a vendor. For a wealth
management platform, the value is in financial advice, not PDF parsing. For an insurance underwriter,
the value is in risk assessment, not invoice extraction. Building parsers consumes engineering
bandwidth that should be spent on differentiated features.



By treating document intelligence as infrastructure—like a database or message queue—teams can
focus on what makes their product unique. A platform handles model deprecations, maintains
validation logic, and ships new features without requiring customer engineering effort.

6. Pricing models and cost predictability

Pricing in this market is often opaque. Understanding the structural differences is key to evaluating total
cost of ownership and avoiding budget surprises.

6.1 Per-page versus per-document pricing

Legacy OCR vendors charge per page. This works for driver's licenses and short forms, but it punishes
document density. A 300-page loss run incurs 300 times the cost of a one-page form, even if it
represents a single business transaction.

Modern platforms use per-document pricing, aligning cost with the unit of work rather than arbitrary
page counts. This makes budgeting predictable: 1,000 documents cost the same whether they average
3 pages or 30 pages.

6.2 Token-based volatility

Pure LLM approaches rely on token-based pricing. Your spend is proportional to the volume of text
processed, which introduces volatility. Two months with identical document volume can produce
different bills if:

e Prompt engineering strategies change (longer prompts = more tokens)
e Output formats get more verbose (detailed JSON = more tokens)

e« Document complexity increases (longer context = more tokens)

Example: A typical 50-page insurance packet might cost $0.30 in January and $0.48 in February if the
team optimizes prompts for accuracy, inadvertently adding verbosity. At 10,000 documents per month,
that's an unexpected $1,800 increase. Budget predictability becomes difficult at scale.

6.3 The hidden cost of low-quality extractions

The cheapest extraction is not the least expensive if it produces bad data. Downstream cleanup costs
dwarf upfront extraction costs:

Manual review: If 10% of extractions require human validation, you haven't automated—you've
just created a bottleneck

Exception handling: Bad data causes downstream failures in billing, underwriting, or compliance
systems, triggering costly remediation workflows

Opportunity cost: Delays in processing mean slower time-to-decision, lost deals, and degraded
customer experience



A system that costs 2x per document but delivers 99% accuracy is cheaper than a system that costs 1x
but delivers 85% accuracy. The math favors precision.

7. Decision framework: Evaluating IDP
platforms

Selecting a platform requires a structured evaluation. Leaders should judge platforms on their ability to
handle failure, drift, and scale, not just their ability to extract a sample document in a demo. Here are
the critical dimensions:

v Observability & provenance:

Can you trace every extracted field back to its location in the original document? Auditors and
regulators demand visual proof of origin. Systems that only return extracted JSON without

provenance fail compliance scrutiny.

v Regression testing & version control:

Does the platform allow you to re-run historical documents against new configurations before
deploying to production? Without this, small tweaks cause silent regressions that only surface
when customers complain. Look for platforms that treat extraction logic as code—versioned,
tested, and deployed through CI/CD.

v Configuration as code:

Is extraction logic defined in machine-readable formats (YAML, JSON) that fit your Git
workflow? Code enables peer review, rollback, and safe iteration. Platforms that rely solely on
Ul configuration create deployment bottlenecks and make collaboration difficult.

v Security & compliance:

Does the platform support your data residency requirements, Pll handling policies, and audit
trails? Can you control which data is sent to external model APIs? Systems that force all data
through public APIs often cannot meet enterprise security standards. Look for options to
redact sensitive fields before external processing.

v Model lifecycle management:

Who handles model deprecations and version updates? A vendor that actively manages model
transitions reduces your operational burden. Teams that build internally own this ongoing
complexity—every time OpenAl deprecates an API version, internal builds break.



v Validation & error handling:

Does the platform enforce schema validation, data type checks, and business rule constraints?
Can it detect low-confidence extractions and route them for human review? A system that
accepts everything is a system that guarantees nothing.

v SLA and uptime requirement:

Documents are often part of a real-time transaction. A user waiting for loan approval. The
system cannot hang because an inference APl is overloaded or a model provider is
experiencing downtime. Enterprise systems require predictable response times and fallback
strategies.

8. Industry deep dives: Where hybrid IDP
proves critical

Hybrid IDP proves itself in the messy reality of vertical-specific documents. These examples illustrate
where pure LLM approaches break down and where structured extraction becomes mission-critical.

8.1 Insurance: The loss run challenge

Loss runs represent the peak of document complexity: multi-year claim histories, nested tables with
shifting column structures, and inconsistent terminology. A "claim" in one year is a "loss" in another.
Underwriters need these documents parsed accurately to assess risk exposure and price policies
correctly.

THE CHALLENGE

A global insurance carrier built an internal prototype using pure LLM extraction. It failed
on multi-year histories because the model lost the connection between a claim on page
40 and a policy header on page 1. Table rows became misaligned when the model tried
to extract data without understanding visual layout. "Claim Amount" would switch
places with the "Claim Date" column, corrupting the entire dataset.

THE SOLUTION

A hybrid architecture combined visual layout analysis with LLM reasoning, allowing the
team to chunk documents intelligently while preserving table structure. The system
could reconstruct multi-page tables deterministically, maintaining header-to-row
relationships across page breaks. This enabled consistent extraction across hundreds
of carrier formats without manual retraining.



8.2 Healthcare: Payer variance in EOBs

Explanation of Benefits (EOBs) are high-volume and high variance. Every payer uses a different layout,
column ordering, and terminology. Mistakes mean misapplied payments, claim rejections, and revenue
cycle delays.

THE CHALLENGE

A national benefits administrator struggled with column drift when using pure LLM
extraction. "Allowed Amount" would shift columns when layouts changed slightly
between payer updates. Pure prompt engineering could not guarantee column
recognition; what worked for Aetna broke for Blue Cross.

THE SOLUTION

They adopted a platform with deterministic table recognition, using visual anchors to
identify column boundaries regardless of column title variations. This ensured
consistent field mapping even on 500-page files, eliminating a category of post-
processing errors that had required manual review.

8.3 Finance: The normalization hurdle

Financial documents like K-1s, bank statements, and tax forms, have predictable data in unpredictable
formats. The challenge is to convert disparate schemas into a normalized representation that
downstream systems can consume reliably.

THE CHALLENGE

A modern wealth platform faced extreme variation across financial institutions. Date
formats (MM/DD/YYYY vs DD-MM-YYYY), decimal separators (commas vs periods),
and column ordering differed wildly. Building individual parsers for each institution
would have required years of engineering effort and continuous maintenance as banks
updated their formats.

THE SOLUTION

Because normalization was built into the extraction pipeline, their downstream systems
received stable, typed data regardless of the input format. Dates were always returned
as ISO 8601, numbers always used consistent decimal notation, and schemas were
guaranteed to match expected structures. This enabled automated portfolio
reconciliation at scale.



8.4 Utilities: Layout drift

Utility bills are multi-column, noisy documents filled with ads, legal notices, and regulatory text.
Providers change layouts without notice, inserting promotional content or reordering sections.
Extraction systems must handle this continuous change without breaking.

THE CHALLENGE

A utility data provider found that generic LLM models blended consumption tables with
legal notices and marketing text, making it impossible to isolate actual usage data. A
pure text extraction approach would pull in ads and disclaimers in addition to the actual
meter readings-forcing manual cleanup downstream.

THE SOLUTION

A hybrid engine using both document layouts and LLMs segregated usage tables from
regulatory text, using visual boundaries and structural cues. Even as utility providers
redesigned their bill formats quarterly, the system maintained separation between
transactional data and informational content, enabling automation at scale.

8.5 Legal & contracts: Relational data extraction

Legal documents contain deeply nested structures. A real estate contract might have: Contract -
Properties - Units - Leases - Tenants. A loan agreement might have: Agreement - Borrowers -
Collateral = Terms. Extracting this hierarchy correctly requires understanding both semantic
relationships and document structure.

THE CHALLENGE

A proptech company discovered that pure LLM extraction produced flat JSON, losing
parent-child relationships between properties and their associated leases. Downstream
systems could not determine which lease belonged to which unit, or which tenant was
associated with which lease. Relational logic had to be built manually, introducing errors
and delays.

THE SOLUTION

A hybrid LLM and deterministic system preserved hierarchical structure during
extraction, maintaining referential integrity across the entire document graph. The
system could identify parent-child relationships using both visual layout (indentation,
nesting) and semantic cues (section headers, reference numbers), delivering structured
data that matched the logical organization of the original contract.



9. Conclusion: Infrastructure over scripts

Looking toward 2030, the path for document intelligence is clear. Large language models will continue
to become faster, cheaper, more capable. But better models do not remove the need for reliability and
governance. As Al becomes more powerful, guardrails become more important, not less.

IDP is shifting from software to infrastructure. Document processing will need the same SLAs and
stability as databases, message gueues, and authentication systems. Organizations that treat it as
foundational infrastructure, complete with versioning, monitoring, and testing will outpace those that
treat it as a collection of scripts.

Successful organizations will stop viewing document processing as a one-off integration task. They will
see it as a critical data pipeline that deserves the same operational rigor as any other production
system. The future belongs to architectures that combine the flexibility of generative Al with the
certainty of software engineering.

The "prompt janitor" problem will not disappear. Model providers will continue to update, deprecate,
and shift their architectures. Teams that build internally will find themselves cleaning up after every
model update, every APl change, and every deprecation notice. Teams that treat document intelligence
as a platform problem will focus their engineering resources on what differentiates their business.

The choice is not whether to use Al for document processing. That question has been answered. The
choice is whether to own the complexity of making Al production-ready, or to leverage a platform that
has already solved these problems at scale.

Choose accordingly.



